1. An automobile company manufactures both a two wheeler (TW) and a four wheeler (FW). A company manager wants to make the production of both types of vehicle according to the given data below:

* 1st data, Total number of vehicle (two-wheeler + four-wheeler)=v
* 2nd data, Total number of wheels = W

The task is to find how many two-wheelers as well as four-wheelers need to manufacture as per the given data.

**Example :**

**Input :**

* 200  -> Value of V
* 540   -> Value of W

**Output :**

TW =130 FW=70

**Explanation:**

130+70 = 200 vehicles

(70\*4)+(130\*2)= 540 wheels

**Constraints :**

* 2<=W
* W%2=0
* V<W

 Print “INVALID INPUT” , if inputs did not meet the constraints.

The input format for testing

The candidate has to write the code to accept two positive numbers separated by a new line.

* First Input line – Accept value of V.
* Second Input line- Accept value for W.

**The output format for testing**

* Written program code should generate two outputs, each separated by a single space character(see the example)
* Additional messages in the output will result in the failure of test case

import java.util.\*;

public class Solution

{

public static void main(String[] args)

{

Scanner sc=new Scanner(System.in);

int v=sc.nextInt();

int w=sc.nextInt();

float res=((4\*v)-w)/2;

if(w>=2 && (w%2==0) && v<w )

System.out.println("TW= "+(int)(res)+" FW= "+(int)(v-res));

else

System.out.println("INVALID INPUT");

}

}

1. Given a string S(input consisting) of ‘\*’ and ‘#’. The length of the string is variable. The task is to find the minimum number of ‘\*’ or ‘#’ to make it a valid string. The string is considered valid if the number of ‘\*’ and ‘#’ are equal. The ‘\*’ and ‘#’ can be at any position in the string.

Note : The output will be a positive or negative integer based on number of ‘\*’ and ‘#’ in the input string.

(\*>#): positive integer

(#>\*): negative integer

(#=\*): 0

Example 1:

Input 1:

###\*\*\* -> Value of S

Output :

* 1. → number of \* and # are equal

import java.util.\*;

public class Solution

{

public static void main(String[] args)

{

Scanner sc=new Scanner(System.in);

String str=sc.next();

int count1=0,count2=0;

for(int i=0;i<str.length();i++)

{

if(str.charAt(i)=='\*')

count1++;

else if(str.charAt(i)=='#')

count2++;

}

System.out.println(count1-count2);

}

}

1. Given an integer array Arr of size N the task is to find the count of elements whose value is greater than all of its prior elements.

Note : 1st element of the array should be considered in the count of the result.

For example,

Arr[]={7,4,8,2,9}

As 7 is the first element, it will consider in the result.

8 and 9 are also the elements that are greater than all of its previous elements.

Since total of 3 elements is present in the array that meets the condition.

Hence the output = 3.

Example 1:

Input

5 -> Value of N, represents size of Arr

7-> Value of Arr[0]

4 -> Value of Arr[1]

8-> Value of Arr[2]

2-> Value of Arr[3]

9-> Value of Arr[4]

Output :

3

Example 2:

5 -> Value of N, represents size of Arr

3 -> Value of Arr[0]

4 -> Value of Arr[1]

5 -> Value of Arr[2]

8 -> Value of Arr[3]

9 -> Value of Arr[4]

Output :

5

Constraints

1<=N<=20

1<=Arr[i]<=10000

import java.util.\*;

class Solution

{

public static void main(String[] args)

{

Scanner sc=new Scanner(System.in);

int n=sc.nextInt();

int arr[]=new int[n];

for(int i=0;i<n;i++)

arr[i]=sc.nextInt();

int max=Integer.MIN\_VALUE;

int count=0;

for(int i=0;i<n;i++)

{

if(arr[i]>max)

{

max=arr[i];

count++;

}

}

System.out.println(count);

}

}

1. A parking lot in a mall has RxC number of parking spaces. Each parking space will either be empty(0) or full(1). The status (0/1) of a parking space is represented as the element of the matrix. The task is to find index of the prpeinzta row(R) in the parking lot that has the most of the parking spaces full(1).

Note :

RxC- Size of the matrix

Elements of the matrix M should be only 0 or 1.

Example 1:

Input :

3 -> Value of R(row)

3 -> value of C(column)

[0 1 0 1 1 0 1 1 1] -> Elements of the array M[R][C] where each element is separated by new line.

Output :

3 -> Row 3 has maximum number of 1’s

Example 2:

input :

4 -> Value of R(row)

3 -> Value of C(column)

[0 1 0 1 1 0 1 0 1 1 1 1] -> Elements of the array M[R][C]

Output :

4 -> Row 4 has maximum number of 1’s

import java.util.\*;

class Solution

{

public static void main(String[] args)

{

Scanner sc=new Scanner(System.in);

int row=sc.nextInt();

int col=sc.nextInt();

int arr[][]=new int[row][col];

for(int i=0;i<row;i++)

for(int j=0;j<col;j++)

arr[i][j]=sc.nextInt();

int max=0,count=0,index=0;

for(int i=0;i<row;i++)

{ count=0;

for(int j=0;j<col;j++)

{

if(arr[i][j]==1)

count++;

}

if(count>max)

{

max=count;

index=i+1;

}

}

System.out.println(index);

}

}

1. A party has been organised on cruise. The party is organised for a limited time(T). The number of guests entering (E[i]) and leaving (L[i]) the party at every hour is represented as elements of the array. The task is to find the maximum number of guests present on the cruise at any given instance within T hours.

Example 1:

Input :

5 -> Value of T

[7,0,5,1,3] -> E[], Element of E[0] to E[N-1], where input each element is separated by new line

[1,2,1,3,4] -> L[], Element of L[0] to L[N-1], while input each element is separate by new line.

Output :

8 -> Maximum number of guests on cruise at an instance.

Explanation:

1st hour:

Entry : 7 Exit: 1

No. of guests on ship : 6

2nd hour :

Entry : 0 Exit : 2

No. of guests on ship : 6-2=4

Hour 3:

Entry: 5 Exit: 1

No. of guests on ship : 4+5-1=8

Hour 4:

Entry : 1 Exit : 3

No. of guests on ship : 8+1-3=6

Hour 5:

Entry : 3 Exit: 4

No. of guests on ship: 6+3-4=5

Hence, the maximum number of guests within 5 hours is 8.

Example 2:

Input:

4 -> Value of T

[3,5,2,0] -> E[], Element of E[0] to E[N-1], where input each element is separated by new line.

[0,2,4,4] -> L[], Element of L[0] to L[N-1], while input each element in separated by new line

Output:

6

Cruise at an instance

Explanation:

Hour 1:

Entry: 3 Exit: 0

No. of guests on ship: 3

Hour 2:

Entry : 5 Exit : 2

No. of guest on ship: 3+5-2=6

Hour 3:

Entry : 2 Exit: 4

No. of guests on ship: 6+2-4= 4

Hour 4:

Entry: 0 Exit : 4

No. of guests on ship : 4+0-4=0

Hence, the maximum number of guests within 5 hours is 6.

The input format for testing

The candidate has to write the code to accept 3 input.

First input- Accept value for number of T(Positive integer number)

Second input- Accept T number of values, where each value is separated by a new line.

Third input- Accept T number of values, where each value is separated by a new line.

The output format for testing

The output should be a positive integer number or a message as given in the problem statement(Check the output in Example 1 and Example 2)

Constraints:

1<=T<=25

0<= E[i] <=500

0<= L[i] <=500

import java.util.\*;

class Solution

{

public static void main (String[]args)

{

Scanner sc = new Scanner (System.in);

int t = sc.nextInt ();

int e[] = new int[t];

int l[] = new int[t];

for (int i = 0; i < t; i++)

e[i] = sc.nextInt ();

for (int i = 0; i < t; i++)

l[i] = sc.nextInt ();

int max = 0, sum = 0;

for (int i = 0; i < t; i++)

{

sum += e[i] - l[i];

max = Math.max (sum, max);

}

System.out.println (max);

}

}

1. At a fun fair, a street vendor is selling different colours of balloons. He sells N number of different colours of balloons (B[]). The task is to find the colour (odd) of the balloon which is present odd number of times in the bunch of balloons.

Note: If there is more than one colour which is odd in number, then the first colour in the array which is present odd number of times is displayed. The colours of the balloons can all be either upper case or lower case in the array. If all the inputs are even in number, display the message “All are even”.

Example 1:

7 -> Value of N

[r,g,b,b,g,y,y] -> B[] Elements B[0] to B[N-1], where each input element is sepārated by ṉew line.

Output :

r -> [r,g,b,b,g,y,y] -> “r” colour balloon is present odd number of times in the bunch.

Explanation:

From the input array above:

r: 1 balloon

g: 2 balloons

b: 2 balloons

y : 2 balloons

Hence , r is only the balloon which is odd in number.

Example 2:

Input:

10 -> Value of N

[a,b,b,b,c,c,c,a,f,c] -> B[], elements B[0] to B[N-1] where input each element is separated by new line.

Output :

b-> ‘b’ colour balloon is present odd number of times in the bunch.

Explanation:

From the input array above:

a: 2 balloons

b: 3 balloons

c: 4 balloons

f: 1 balloons

Here, both ‘b’ and ‘f’ have odd number of balloons. But ‘b’ colour balloon occurs first.

Hence , b is the output.

Input Format for testing

The candidate has to write the code to accept: 2 input

First input: Accept value for number of N(Positive integer number).

Second Input : Accept N number of character values (B[]), where each value is separated by a new line.

Output format for testing

The output should be a single literal (Check the output in example 1 and example 2)

Constraints:

3<=N<=50

B[i]={{a-z} or {A-Z}}

import java.util.\*;

class Solution

{

public static void main (String[]args)

{

Scanner sc = new Scanner (System.in);

int n = sc.nextInt ();

char arr[] = new char[n];

for (int i = 0; i < n; i++)

arr[i] = sc.next ().charAt (0);

int lower[] = new int[26];

int upper[] = new int[26];

for (int i = 0; i < n; i++)

{

if ((arr[i] >= 'A') && (arr[i] <= 'Z'))

upper[arr[i] - 'A']++;

else if ((arr[i] >= 'a') && (arr[i] <= 'z'))

lower[arr[i] - 'a']++;

}

boolean flag = false;

char ch = '\0';

for (int i = 0; i < n; i++)

{

if ((arr[i] >= 'A') && (arr[i] <= 'Z'))

{

if (upper[arr[i] - 'A'] % 2 == 1)

{

ch = (char) (arr[i]);

flag = true;

break;

}

}

else if ((arr[i] >= 'a') && (arr[i] <= 'z'))

{

if (lower[arr[i] - 'a'] % 2 == 1)

{

ch = (char) (arr[i]);

flag = true;

break;

}

}

}

if (flag == true)

System.out.println (ch);

else

System.out.println ("All are even");

}

}

1. There is a JAR full of candies for sale at a mall counter. JAR has the capacity N, that is JAR can contain maximum N candies when JAR is full. At any point of time. JAR can have M number of Candies where M<=N. Candies are served to the customers. JAR is never remain empty as when last k candies are left. JAR if refilled with new candies in such a way that JAR get full.

Write a code to implement above scenario. Display JAR at counter with available number of candies. Input should be the number of candies one customer can order at point of time. Update the JAR after each purchase and display JAR at Counter.

Output should give number of Candies sold and updated number of Candies in JAR.

If Input is more than candies in JAR, return: “INVALID INPUT”

Given,

N=10, where N is NUMBER OF CANDIES AVAILABLE

K =< 5, where k is number of minimum candies that must be inside JAR ever.

Example 1:(N = 10, k =< 5)

Input Value

3

Output Value

NUMBER OF CANDIES SOLD : 3

NUMBER OF CANDIES AVAILABLE : 7

Example : (N=10, k<=5)

Input Value

0

Output Value

INVALID INPUT

NUMBER OF CANDIES LEFT : 10

import java.util.Scanner;

class Main{

public static void main(String[] args) {

int n = 10, k = 5;

int num;

Scanner sc = new Scanner(System.in);

num = sc.nextInt();

if(num >= 1 && num <= 5) {

System.out.println("NUMBER OF CANDIES SOLD : " + num);

System.out.print("NUMBER OF CANDIES LEFT : " + (n - num));

} else {

System.out.println("INVALID INPUT");

System.out.print("NUMBER OF CANDIES LEFT : " + n);

}

}

}

1. Selection of MPCS exams include a fitness test which is conducted on ground. There will be a batch of 3 trainees, appearing for running test in track for 3 rounds. You need to record their oxygen level after every round. After trainee are finished with all rounds, calculate for each trainee his average oxygen level over the 3 rounds and select one with highest oxygen level as the most fit trainee. If more than one trainee attains the same highest average level, they all need to be selected.

Display the most fit trainee (or trainees) and the highest average oxygen level.

Note:

The oxygen value entered should not be accepted if it is not in the range between 1 and 100.

If the calculated maximum average oxygen value of trainees is below 70 then declare the trainees as unfit with meaningful message as “All trainees are unfit.

Average Oxygen Values should be rounded.

Example 1:

INPUT VALUES

95

92

95

92

90

92

90

92

90

OUTPUT VALUES

Trainee Number : 1

Trainee Number : 3

Note:

Input should be 9 integer values representing oxygen levels entered in order as

Round 1

Oxygen value of trainee 1

Oxygen value of trainee 2

Oxygen value of trainee 3

Round 2

Oxygen value of trainee 1

Oxygen value of trainee 2

Oxygen value of trainee 3

Round 3

Oxygen value of trainee 1

Oxygen value of trainee 2

Oxygen value of trainee 3

Output must be in given format as in above example. For any wrong input final output should display “INVALID INPUT”

import java.util.Scanner;

class Main {

public static void main(String[] args) {

int[][] trainee = new int[3][3];

int[] average = new int[3];

int max = 0;

Scanner sc = new Scanner(System.in);

for(int i = 0; i < 3; i++) {

for(int j = 0; j < 3; j++) {

trainee[i][j] = sc.nextInt();

if(trainee[i][j] < 1 || trainee[i][j] > 100) {

trainee[i][j] = 0;

}

}

}

for(int i = 0; i < 3; i++) {

for(int j = 0; j < 3; j++) {

average[i] = average[i] + trainee[j][i];

}

average[i] = average[i] / 3;

}

for(int i = 0; i < 3; i++) {

if(average[i] > max) {

max = average[i];

}

}

for(int i = 0; i < 3; i++) {

if(average[i] == max) {

System.out.println("Trainee Number : " + (i + 1));

}

if(average[i] <70) {

System.out.print("Trainee is Unfit");

}

}

}

}

1. A washing machine works on the principle of Fuzzy System, the weight of clothes put inside it for washing is uncertain But based on weight measured by sensors, it decides time and water level which can be changed by menus given on the machine control area.

For low level water, the time estimate is 25 minutes, where approximately weight is between 2000 grams or any nonzero positive number below that.

For medium level water, the time estimate is 35 minutes, where approximately weight is between 2001 grams and 4000 grams.

For high level water, the time estimate is 45 minutes, where approximately weight is above 4000 grams.

Assume the capacity of machine is maximum 7000 grams

Where approximately weight is zero, time estimate is 0 minutes.

Write a function which takes a numeric weight in the range [0,7000] as input and produces estimated time as output is: “OVERLOADED”, and for all other inputs, the output statement is

“INVALID INPUT”.

Input should be in the form of integer value –

Output must have the following format –

Time Estimated: Minutes

Example:

Input value

2000

Output value

Time Estimated: 25 minutes

1. The Caesar cipher is a type of substitution cipher in which each alphabet in the plaintext or messages is shifted by a number of places down the alphabet.  
   For example,with a shift of 1, P would be replaced by Q, Q would become R, and so on.  
   To pass an encrypted message from one person to another, it is first necessary that both parties have the ‘Key’ for the cipher, so that the sender may encrypt and the receiver may decrypt it.  
   Key is the number of OFFSET to shift the cipher alphabet. Key can have basic shifts from 1 to 25 positions as there are 26 total alphabets.  
   As we are designing custom Caesar Cipher, in addition to alphabets, we are considering numeric digits from 0 to 9. Digits can also be shifted by key places.  
   For Example, if a given plain text contains any digit with values 5 and keyy =2, then 5 will be replaced by 7, “-”(minus sign) will remain as it is. Key value less than 0 should result into “INVALID INPUT”

**Example 1:**Enter your PlainText: All the best  
Enter the Key: 1

The encrypted Text is: Bmm uif Cftu

Write a function CustomCaesarCipher(int key, String message) which will accept plaintext and key as input parameters and returns its cipher text as output.

1. We want to estimate the cost of painting a property. Interior wall painting cost is Rs.18 per sq.ft. and exterior wall painting cost is Rs.12 per sq.ft.

Take input as

1. Number of Interior walls

2. Number of Exterior walls

3. Surface Area of each Interior 4. Wall in units of square feet

Surface Area of each Exterior Wall in units of square feet

If a user enters zero as the number of walls then skip Surface area values as User may don’t want to paint that wall.

Calculate and display the total cost of painting the property

Example 1:

6

3

12.3

15.2

12.3

15.2

12.3

15.2

10.10

10.10

10.00

Total estimated Cost : 1847.4 INR

Note: Follow in input and output format as given in above example

import java.util.Scanner;

class Main {

public static void main(String[] args) {

int ni, ne, i = 0;

float intP = 18, extP = 12, cost = 0, temp;

Scanner sc = new Scanner(System.in);

ni = sc.nextInt();

ne = sc.nextInt();

if(ni < 0 || ne < 0) {

System.out.print("INVALID INPUT");

} else if(ni == 0 && ne == 0) {

System.out.print("Total estimated Cost : 0.0");

} else {

for(i = 0; i < ni; i++) {

temp = sc.nextFloat();

cost += intP \* temp;

}

for(i = 0; i < ne; i++) {

temp = sc.nextFloat();

cost += extP \* temp;

}

System.out.printf("Total estimated Cost : %.1f", cost);

}

}

}

1. A City Bus is a Ring Route Bus which runs in circular fashion.That is, Bus once starts at the Source Bus Stop, halts at each Bus Stop in its Route and at the end it reaches the Source Bus Stop again.

If there are n number of Stops and if the bus starts at Bus Stop 1, then after nth Bus Stop, the next stop in the Route will be Bus Stop number 1 always.

If there are n stops, there will be n paths.One path connects two stops. Distances (in meters) for all paths in Ring Route is given in array Path[] as given below:

Path = [800, 600, 750, 900, 1400, 1200, 1100, 1500]

Fare is determined based on the distance covered from source to destination stop as Distance between Input Source and Destination Stops can be measured by looking at values in array Path[] and fare can be calculated as per following criteria:

If d =1000 metres, then fare=5 INR

(When calculating fare for others, the calculated fare containing any fraction value should be ceiled. For example, for distance 900n when fare initially calculated is 4.5 which must be ceiled to 5)

Path is circular in function. Value at each index indicates distance till current stop from the previous one. And each index position can be mapped with values at same index in BusStops [] array, which is a string array holding abbreviation of names for all stops as-

“THANERAILWAYSTN” = ”TH”, “GAONDEVI” = “GA”, “ICEFACTROY” = “IC”, “HARINIWASCIRCLE” = “HA”, “TEENHATHNAKA” = “TE”, “LUISWADI” = “LU”, “NITINCOMPANYJUNCTION” = “NI”, “CADBURRYJUNCTION” = “CA”

Given, n=8, where n is number of total BusStops.

BusStops = [ “TH”, ”GA”, ”IC”, ”HA”, ”TE”, ”LU”, ”NI”,”CA” ]

Write a code with function getFare(String Source, String Destination) which take Input as source and destination stops(in the format containing first two characters of the Name of the Bus Stop) and calculate and return travel fare.

Example 1:

Input Values

ca

Ca

Output Values

INVALID OUTPUT

Example 2:

Input Values

NI

HA

Output Values

23.0 INR

Note: Input and Output should be in format given in example.

Input should not be case sensitive and output should be in the format INR

1. There are total n number of Monkeys sitting on the branches of a huge Tree. As travelers offer Bananas and Peanuts, the Monkeys jump down the Tree. If every Monkey can eat k Bananas and j Peanuts. If total m number of Bananas and p number of Peanuts are offered by travelers, calculate how many Monkeys remain on the Tree after some of them jumped down to eat.

At a time one Monkeys gets down and finishes eating and go to the other side of the road. The Monkey who climbed down does not climb up again after eating until the other Monkeys finish eating.

Monkey can either eat k Bananas or j Peanuts. If for last Monkey there are less than k Bananas left on the ground or less than j Peanuts left on the ground, only that Monkey can eat Bananas(<k) along with the Peanuts(<j).

Write code to take inputs as n, m, p, k, j and return the number of Monkeys left on the Tree.

Where, n= Total no of Monkeys

k= Number of eatable Bananas by Single Monkey (Monkey that jumped down last may get less than k Bananas)

j = Number of eatable Peanuts by single Monkey(Monkey that jumped down last may get less than j Peanuts)

m = Total number of Bananas

p = Total number of Peanuts

Remember that the Monkeys always eat Bananas and Peanuts, so there is no possibility of k and j having a value zero

Example 1:

Input Values

20

2

3

12

12

Output Values

Number of Monkeys left on the tree:10

Note: Kindly follow the order of inputs as n,k,j,m,p as given in the above example. And output must include the same format as in above example(Number of Monkeys left on the Tree:)

For any wrong input display INVALID INPUT

import java.util.\*;

class Monkeys

{

public static void main(String []args)

{

Scanner sc = new Scanner (System.in);

int n = sc.nextInt();

int k = sc.nextInt();

int j = sc.nextInt();

int m = sc.nextInt();

int p = sc.nextInt();

int atebanana=0 ,atepeanut=0;

if( n<0 && k<0 || j<0 || m<0 || p<0)

{

System.out.println("Invalid Input");

}

else

{

if(k>0)

{

atebanana =m/k;

m=m%k;

}

if(j>0)

{

atepeanut = p/j;

p=p%j;

}

n=n-atebanana-atepeanut;

if((m!=0) || (p!=0))

n=n-1;

System.out.println("Number of Monkeys left on the Tree: "+n);

}

}

}

1. Chain Marketing Organization has has a scheme for income generation, through which its members generate income for themselves. The scheme is such that suppose A joins the scheme and makes R and V to join this scheme then A is Parent Member of R and V who are child Members. When any member joins the scheme then the parent gets total commission of 10% from each of its child members.

Child members receive commission of 5% respectively. If a Parent member does not have any member joined under him, then he gets commission of 5%.

Take name of the members joining the scheme as input.

Display how many members joined the scheme including parent member.Calculate the Total commission gained by each members in the scheme. The fixed amount for joining the scheme is Rs.5000 on which commission will be generated

SchemeAmount = 5000

Example 1: When there are more than one child members

Input : (Do not give input prompts.Accept values as follows. )

Amit //Enter parent Member as this

Y //Enter Y if Parent member has child members otherwise enter N

Rajesh,Virat //Enter names of child members of Amit in comma separated

Output:(Final Output must be in format given below.)

TOTAL MEMBERS:3

COMISSION DETAILS

Amit: 1000 INR

Rajesh :250 INR

Virat: 250 INR

Example 2: When there is only one child member in the hierarchy

Input :

Amit

Y

Rajesh

Output:

Total Members: 2

Comission Details

Amit: 500 INR

Rajesh: 250 INR

1. FULLY AUTOMATIC VENDING MACHINE – dispenses your cuppa on just press of button. A vending machine can serve range of products as follows:

Coffee

Espresso Coffee

Cappuccino Coffee

Latte Coffee

Tea

Plain Tea

Assam Tea

Ginger Tea

Cardamom Tea

Masala Tea

Lemon Tea

Green Tea

Organic Darjeeling Tea

Soups

Hot and Sour Soup

Veg Corn Soup

Tomato Soup

Spicy Tomato Soup

Beverages

Hot Chocolate Drink

Badam Drink

Badam-Pista Drink

Write a program to take input for main menu & sub menu and display the name of sub menu selected in the following format (enter the first letter to select main menu):

Welcome to CCD

Enjoy your

Example 1:

Input:

c

1

Output

Welcome to CCD!

Enjoy your Espresso Coffee!

Example 2:

Input

t

9

Output

INVALID OUTPUT!

import java.util.\*;

import java.lang.\*;

import java.io.\*;

class Question

{

public static void main (String[] args) throws Exception

{

String[] c = {"Espresso Coffee", "Cappuccino Coffee", "Latte Coffee"};

String[] t = {"Plain Tea", "Assam Tea", "Ginger Tea", "Cardamom Tea", "Masala Tea", "Lemon Tea", "Green Tea", "Organic Darjeeling Tea"};

String[] s = {"Hot and Sour Soup", "Veg Corn Soup", "Tomato Soup", "Spicy Tomato Soup"};

String[] b = {"Hot Chocolate Drink", "Badam Drink", "Badam-Pista Drink"};

String str = "Welcome to CCD!\nEnjoy your ";

Scanner sc = new Scanner(System.in);

char ch = sc.next().charAt(0);

int item = sc.nextInt();

if(ch != 'C' &amp;&amp; ch != 'c' &amp;&amp; ch != 'T' &amp;&amp; ch != 't' &amp;&amp; ch != 'B' &amp;&amp; ch != 'b' &amp;&amp; ch != 'S' &amp;&amp; ch != 's')

System.out.println("INVALID OPTION!");

else if(ch == 'C' || ch == 'c') {

if(item 3)

System.out.println("INVALID OPTION!");

else {

System.out.println(str + c[item-1] + "!");

}

}

else if(ch == 'T' || ch == 't') {

if(item 8)

System.out.println("INVALID OPTION!");

else {

System.out.println(str + t[item-1] + "!");

}

}

else if(ch == 'S' || ch == 's') {

if(item 4)

System.out.println("INVALID OPTION!");

else {

System.out.println(str + s[item-1] + "!");

}

}

else if(ch == 'B' || ch == 'b') {

if(item 3)

System.out.println("INVALID OPTION!");

else {

System.out.println(str + b[item-1] + "!");

}

}

}

}\_\_

1. A doctor has a clinic where he serves his patients. The doctor’s consultation fees are different for different groups of patients depending on their age. If the patient’s age is below 17, fees is 200 INR. If the patient’s age is between 17 and 40, fees is 400 INR. If patient’s age is above 40, fees is 300 INR. Write a code to calculate earnings in a day for which one array/List of values representing age of patients visited on that day is passed as input.

Note:

Age should not be zero or less than zero or above 120

Doctor consults a maximum of 20 patients a day

Enter age value (press Enter without a value to stop):

Example 1:

Input

20

30

40

50

2

3

14

Output

Total Income 2000 INR

Note: Input and Output Format should be same as given in the above example.

For any wrong input display INVALID INPUT

Output Format

Total Income 2100 INR

1. To check whether a year is leap or not

Step 1:

We first divide the year by 4.

If it is not divisible by 4 then it is not a leap year.

If it is divisible by 4 leaving remainder 0

Step 2:

We divide the year by 100

If it is not divisible by 100 then it is a leap year.

If it is divisible by 100 leaving remainder 0

Step 3:

We divide the year by 400

If it is not divisible by 400 then it is a leap year.

If it is divisible by 400 leaving remainder 0

Then it is a leap year

/\*Java program to check whether a year entered by user is a leap year or not and a leap year is a year

which is completely divisible by 4,but the year should not be a century year except it is divisible by 400\*/

import java.util.Scanner;

public class Main

{

public static void main(String[] args)

{

//scanner class declaration

Scanner sc=new Scanner(System.in);

//input year from user

System.out.println("Enter a Year");

int year = sc.nextInt();

//condition for checking year entered by user is a leap year or not

if((year % 4 == 0 && year % 100 != 0) || year % 400 == 0)

System.out.println(year + " is a leap year.");

else

System.out.println(year + " is not a leap year.");

}

}

1. Prime Numbers with a Twist

Ques. Write a code to check whether no is prime or not. Condition use function check() to find whether entered no is positive or negative ,if negative then enter the no, And if yes pas no as a parameter to prime() and check whether no is prime or not?

Whether the number is positive or not, if it is negative then print the message “please enter the positive number”

It is positive then call the function prime and check whether the take positive number is prime or not.

/\*Java program to check whether a number entered by user is prime or not for only positive numbers,

if the number is negative then ask the user to re-enter the number\*/

//Prime number is a number which is divisible by 1 and another by itself only.

import java.util.Scanner;

class Main

{

public static void main(String[] args)

{

Scanner sc = new Scanner(System.in);

//input a number from user

System.out.println("Enter the number to be checked : ");

int n = sc.nextInt();

//create object of class CheckPrime

Main ob=new Main();

//calling function with value n, as parameter

ob.check(n);

}

//function for checking number is positive or negative

void check(int n)

{

if(n<0)

System.out.println("Please enter a positive integer");

else

prime(n);

}

//function for checking number is prime or not

void prime(int n)

{

int c=0;

for(int i=2;i<n;i++)

{

if(n%i==0)

++c;

}

if(c>=1)

System.out.println("Entered number is not a prime number");

else

System.out.println("Entered number is a prime number");

}

}

1. Number Series with a Twist – 1

Find the 15th term of the series?

0,0,7,6,14,12,21,18, 28

Explanation : In this series the odd term is increment of 7 {0, 7, 14, 21, 28, 35 – – – – – – }

And even term is a increment of 6 {0, 6, 12, 18, 24, 30 – – – – – – }

//Java program to find 15th element of the series

class Main

{

public static void main(String[] args)

{

int a = 7, b = 0,c;

System.out.println("Series :");

for(int i = 1 ; i < 8 ; i++)

{

c = a \* b;

System.out.print(c+" "+(c-b)+" ");

b++;

}

c = a \* b;

System.out.println(c);

System.out.print("15th element of the series is = "+c);

}

}

Output :

Series :

0 0 7 6 14 12 21 18 28 24 35 30 42 36 49

15th element of the series is = 49

1. Number Series with a Twist 2

Link to this Question

Consider the following series: 1, 1, 2, 3, 4, 9, 8, 27, 16, 81, 32, 243, 64, 729, 128, 2187 …

This series is a mixture of 2 series – all the odd terms in this series form a geometric series and all the even terms form yet another geometric series. Write a program to find the Nth term in the series.

The value N in a positive integer that should be read from STDIN. The Nth term that is calculated by the program should be written to STDOUT. Other than value of n th term,no other character / string or message should be written to STDOUT. For example , if N=16, the 16th term in the series is 2187, so only value 2187 should be printed to STDOUT.

You can assume that N will not exceed 30.

//Java program to find nth element of the series

import java.util.Scanner;

class Main

{

public static void main(String[] args)

{

Scanner sc = new Scanner(System.in);

//input value of n

System.out.print("Enter the value of n : ");

int n = sc.nextInt();

int a = 1, b = 1;

//statement for even value of n

if(n % 2 == 0)

{

for(int i = 1 ; i <= (n-2) ; i = i+2)

{

a = a \* 2;

b = b \* 3;

}

System.out.print(n+" element of the series is = "+b);

}

//statement for odd value of n

else

{

for(int i = 1 ; i < (n-2) ; i = i+2)

{

a = a \* 2;

b = b \* 3;

}

a = a \* 2;

System.out.print(n+" element of the series is = "+a);

}

}

}

Output :

Enter the value of n : 14

14 element of the series is = 729

1. Number Series with a Twist 3

Link to this Question –

Consider the below series :

0, 0, 2, 1, 4, 2, 6, 3, 8, 4, 10, 5, 12, 6, 14, 7, 16, 8

This series is a mixture of 2 series all the odd terms in this series form even numbers in ascending order and every even terms is derived from the previous term using the formula (x/2)

Write a program to find the nth term in this series.

The value n in a positive integer that should be read from STDIN the nth term that is calculated by the program should be written to STDOUT. Other than the value of the nth term no other characters /strings or message should be written to STDOUT.

For example if n=10,the 10 th term in the series is to be derived from the 9th term in the series. The 9th term is 8 so the 10th term is (8/2)=4. Only the value 4 should be printed to STDOUT.

You can assume that the n will not exceed 20,000.

//Java program to find nth element of the series

import java.util.Scanner;

class Main

{

public static void main(String[] args)

{

Scanner sc = new Scanner(System.in);

int n = sc.nextInt();

int a = 0, b = 0;

if(n % 2 == 0)

{

for(int i = 1 ; i <= (n-2) ; i = i+2)

{

a = a + 2;

b = a / 2;

}

System.out.print(b);

}

else

{

for(int i = 1 ; i < (n-2) ; i = i+2)

{

a = a + 2;

b = a / 2;

}

a = a + 2;

System.out.print(a);

}

}

}

1. String with a Twist

Link to this Questions

1. The program will recieve 3 English words inputs from STDIN

These three words will be read one at a time, in three separate line

The first word should be changed like all vowels should be replaced by %

The second word should be changed like all consonants should be replaced by #

The third word should be changed like all char should be converted to upper case

Then concatenate the three words and print them

Other than these concatenated word, no other characters/string should or message should be written to STDOUT

For example if you print how are you then output should be h%wa#eYOU.

You can assume that input of each word will not exceed more than 5 chars

import java.util.\*;

public class Main

{

public static void main(String[] args)

{

Scanner sc = new Scanner(System.in);

System.out.println("Enter three words : ");

String s1 = sc.next();

String s2 = sc.next();

String s3 = sc.next();

int l1 = s1.length();

int l2 = s2.length();

String str1 = "";

String str2 = "";

String str3 = "";

char c;

for(int i = 0 ; i < l1 ; i++)

{

c = s1.charAt(i);

if(c == 'A' || c == 'a' || c == 'E' ||

c == 'e' || c == 'I' || c == 'i' || c == 'O' || c == 'o' || c == 'U' || c == 'u')

str1 = str1 + "%";

else

str1 = str1 + c;

}

for(int i = 0 ; i < l2 ; i++)

{

c = s2.charAt(i);

if((c >= 'A' && c <= 'Z')||(c >= 'a' && c <= 'z'))

{

if(c == 'A' || c == 'a' || c == 'E' || c == 'e' ||

c == 'I' || c == 'i' || c == 'O' || c == 'o' || c == 'U' || c == 'u')

str2 = str2 + c;

else

str2 = str2 + "#";

}

else

str2 = str2 + c;

}

str3 = s3.toUpperCase();

System.out.println(str1+str2+str3);

}

}

23. Addition of two numbers a Twist

1. Using a method, pass two variables and find the sum of two numbers.

Test case:

Number 1 – 20

Number 2 – 20.38

Sum = 40.38

There were a total of 4 test cases. Once you compile 3 of them will be shown to you and 1 will be a hidden one. You have to display error message if numbers are not numeric.

import java.util.Scanner;

class Main

{

public static void main(String[] args)

{

Scanner sc = new Scanner(System.in);

System.out.print("Number 1 : ");

int num1 = sc.nextInt();

System.out.print("Number 2 : ");

float num2 = sc.nextFloat();

float sum = num1 + num2;

System.out.println("Sum = "+sum);

}

}

1. Consider the below series :

0, 0, 2, 1, 4, 2, 6, 3, 8, 4, 10, 5, 12, 6, 14, 7, 16, 8

This series is a mixture of 2 series all the odd terms in this series form even numbers in ascending order and every even terms is derived from the previous term using the formula (x/2)

Write a program to find the nth term in this series.

The value n in a positive integer that should be read from STDIN the nth term that is calculated by the program should be written to STDOUT. Other than the value of the nth term no other characters /strings or message should be written to STDOUT.

For example if n=10,the 10 th term in the series is to be derived from the 9th term in the series. The 9th term is 8 so the 10th term is (8/2)=4. Only the value 4 should be printed to STDOUT.

You can assume that the n will not exceed 20,000.

1. Given a maximum of four digit to the base 17(10 -> A, 11 -> B, 12 -> C, 16 -> G) as input, output its decimal value.

Input:

23GF

import java.util.\*;

class Main

{

public static void main(String[] args) {

HashMap<Character,Integer> hmap = new HashMap<Character,Integer>();

hmap.put('A',10);

hmap.put('B',11);

hmap.put('C',12);

hmap.put('D',13);

hmap.put('E',14);

hmap.put('F',15);

hmap.put('G',16);

hmap.put('a',10);

hmap.put('b',11);

hmap.put('c',12);

hmap.put('d',13);

hmap.put('e',14);

hmap.put('f',15);

hmap.put('g',16);

Scanner sin = new Scanner(System.in);

String s = sin.nextLine();

long num=0;

int k=0;

for(int i=s.length()-1;i>=0;i--)

{

if((s.charAt(i)>='A'&&s.charAt(i)<='Z')||(s.charAt(i)>='a' &&s.charAt(i)<='z'))

{

num = num + hmap.get(s.charAt(i))\*(int)Math.pow(17,k++);

}

else

{

num = num+((s.charAt(i)-'0')\*(int)Math.pow(17,k++));

}

}

System.out.println(num);

}

}

Output

10980

**A Sober Walk**

1. Our hoary culture had several great persons since time immemorial and king vikramaditya’s nava ratnas (nine gems) belongs to this ilk.They are named in the following shloka:
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Among these, Varahamihira was an astrologer of eminence and his book Brihat Jataak is recokened as the ultimate authority in astrology. He was once talking with Amarasimha,another gem among the nava ratnas and the author of Sanskrit thesaurus, Amarakosha. Amarasimha wanted to know the final position of a person, who starts from the origin 0 0 and travels per following scheme.

* He first turns and travels 10 units of distance
* His second turn is upward for 20 units
* Third turn is to the left for 30 units
* Fourth turn is the downward for 40 units
* Fifth turn is to the right(again) for 50 units

… And thus he travels, every time increasing the travel distance by 10 units.

**Constraints:**

2<=n<=1000

**Input:**

3

import java.util.\*;

import java.lang.\*;

class Main {

public static void main (String[] args) {

Scanner sc = new Scanner(System.in);

int n=sc.nextInt();

char c = 'R';

int x = 0, y = 0;

while(n>0){

switch(c){

case 'R':

x = Math.abs(x) + 10;

y = Math.abs(y);

c ='U';

break;

case 'U':

y = y + 20;

c = 'L';

break;

case 'L':

x = -(x + 10);

c = 'D';

break;

case 'D':

y = -(y);

c = 'R';

break;

}

n--;

}

System.out.println(x+" "+y);

}

}

1. Word is the key

One programming language has the following keywords that cannot be used as identifiers:

break, case, continue, default, defer, else, for, func, goto, if, map, range, return, struct, type, var

Write a program to find if the given word is a keyword or not

Input #1:

defer

Output:

defer is a keyword

Input #2:

While

import java.util.Scanner;

class Main

{

public static void main(String args[])

{

String str[]= {"break", "case", "continue", "default", "defer", "else","for", "func", "goto",

"if", "map", "range", "return", "struct", "type", "var"};

int flag = 0;

Scanner sc = new Scanner(System.in);

String input=sc.nextLine();

for(int i = 0; i<16;i++){

if(str[i].equals(input)){

flag = 1;

break;

}

}

if(flag==1){

System.out.println(input+" is a keyword");

}

else{

System.out.println(input+" is not a keyword");

}

}

}

Output

while is not a keyword

1. Jar of Candies

There is a jar full of candies for sale at a mall counter. The jar has the capacity N, that is JAR can contain maximum N Candies when a JAR is full. At any point in time, JAR can have an M number of candies where M<=N. Candies are served to the customers. JAR is never remaining empty as when the last K candidates are left, JAR is refilled with new candidates in such a way that JAR gets full.

Write the code to implement the above scenario. Display JAR at the counter with the available number of candies.

Input should be the number of candies one customer orders at a point in time. Update the JAR after every purchase and display JAR at the counter. The output should give the number of candies sold and the updated number of candies in the JAR. If the input is more than the number of candies in JAR, return “INVALID INPUT”.

Given,

N=10, Where N is the number of candies available, K<=5, Where K is the number of minimum candies that must be inside JAR ever.

Example1: (N=10,K=<5)

Input #1:

3

Output :

Number of Candies Sold: 3

Number of Candies available:7

Input #2:

4

import java.util.\*;

class Main

{

public static void main(String[] args)

{

Scanner sc = new Scanner(System.in);

int n=10,k = sc.nextInt();

if(k==0)

{

System.out.println("INVALID INPUT");

System.out.println("NUMBER OF CANDIES AVAILABLE: "+n);

}

else

{

System.out.println("NUMBER OF CANDIES SOLD: "+k);

System.out.println("NUMBER OF CANDIES AVAILABLE: "+(n-k));

}

sc.close();

}

}

Output

NUMBER OF CANDIES SOLD: 4\n NUMBER OF CANDIES AVAILABLE: 6

1. Oxygen Value

The selection of MPCS exams includes a fitness test which is conducted on the ground. There will be a batch of 3 trainees, appearing for a running test on track for 3 rounds.

You need to record their oxygen level after every round. After trainees are finished with all rounds, calculate for each trainee his average oxygen level over the 3 rounds and select the one with the highest average oxygen level as the fittest trainee. If more than one trainee attains the same highest average level, they all need to be selected. Display the fittest trainee(or trainers) and the highest average oxygen level.

Note:

1.The oxygen value entered should not be accepted if it is not in the range between 1 and 100.

2.If the calculated maximum average oxygen value of the trainees is below 70 then declare the trainees as unfit with a meaningful message as “All trainees are unfit”

3.Average oxygen values should be rounded

Example 1:

Input #1:

95

92

95

92

90

92

90

92

90

Output:

Trainee Number: 1

Trainee Number: 3

Note: Input should be 9 integer values representing oxygen levels entered in order as

Round 1:

Oxygen value of trainee 1

Oxygen value of trainee 2

Oxygen value of trainee 3

Round 2:

Oxygen value of trainee 1

Oxygen value of trainee 2

Oxygen value of trainee 3

Round 3:

Oxygen value of trainee 1

Oxygen value of trainee 2

Oxygen value of trainee 3

Oxygen must be in the given format as in the above example. For any wrong input, the final output should display “INVALID INPUT”

Input #2:

91

92

45

92

80

90

90

92

90

import java.util.\*;

class Main

{

public static void main(String[] args)

{

Scanner sc = new Scanner(System.in);

int i, x, T1 = 0, T2 = 0, T3 = 0, count = 1;

double A1, A2, A3;

while(count<=9)

{

x=sc.nextInt();

if(x >= 1 && x <= 100)

{

if(count % 3 == 1)

{

T1 = T1 + x;

}

else if(count % 3 == 2)

{

T2 = T2 + x;

}

else

{

T3 = T3 + x;

}

count++;

}

else

{

System.out.println("INVALID INPUT");

count++;

return;

}

}

A1 = Math.round(T1/3);

A2 = Math.round(T2/3);

A3 = Math.round(T3/3);

if(A1 <= 70 && A2 <= 70 && A3 <= 70)

{

System.out.println("All trainees are unfit");

return;

}

if(A1 >= A2 && A1>= A3)

System.out.println("Trainee Number: 1");

if(A2 >= A1 && A2 >= A3)

System.out.println("Trainee Number: 2");

if(A3 >= A1 && A3 >= A2)

System.out.println("Trainee Number: 3");

return;

}

}

Output

Trainee Number: 1

1. To Zero or Not Zero

Given a pair of positive integers m and n (m < n; 0 < m < 999; 1 < n < = 999), write a program to smartly affix zeroes, while printing the numbers from m to n.

Example-1

Input

5 10

Expected output

05 06 07 08 09 10

Example-2

Input

9 100

Expected output

009 010 011 012 013 014 015 016 017 018 019 020 021 022 023 024 025 026 027 028 029 030 031 032 033 034 035 036 037 038 039 040 041 042 043 044 045 046 047 048 049 050 051 052 053 054 055 056 057 058 059 060 061 062 063 064 065 067 068 069 070 071 072 073 074 075 076 077 078 079 080 081 082 083 084 085 086 087 088 089 090 091 092 093 094 095 096 097 098 099 100

Example-3

Input

1 9

import java.util.\*;

class Main

{

public static void main(String[] args)

{

Scanner sc = new Scanner(System.in);

int low=sc.nextInt();

int up=sc.nextInt();

for(int i=low;i<=up;i++)

{

if(up>=100)

System.out.printf("%03d ",i);

else if(up>=10)

System.out.printf("%02d ",i);

else

System.out.printf("%d ",i);

}

}

}

Output

* 1. 2 3 4 5 6 7 8 9

1. Oddly Even

Given a maximum of 100 digit numbers as input, find the difference between the sum of odd and even position digits.

Input 1:

4567

Expected output:

2

Explanation

The Sum of odd position digits 4 and 6 is 10. The Sum of even position digits 5 and 7 is 12. The difference is 12-10=2.

Input #2:

9834698765123

import java.util.\*;

class Main

{

public static void main(String[] args)

{

Scanner sc = new Scanner(System.in);

String num = sc.nextLine();

int Osum=0,Esum=0;

for(int i=0;i<num.length();i++)

{

int n = (int)(num.charAt(i)-'0');

if(i%2==0)

Esum+=n;

else

Osum+=n;

}

System.out.println(Math.abs(Esum-Osum));

}

}

Output

1

1. Minting Mints

Problem statement:

It was one of the places, where people need to get their provisions only through fair price (“ration”) shops. As the elder had domestic and official work to attend to, their wards were asked to buy the items from these shops. Needless to say, there was a long queue of boys and girls. To minimize the tedium of standing in the serpentine queue, the kids were given mints. I went to the last boy in the queue and asked him how many mints he has. He said that the number of mints he has is one less than the sum of all the mints of kids standing before him in the queue. So I went to the penultimate kid to know how many mints she has.

She said that if I add all the mints of kids before her and subtract one from it, the result equals the mints she has. It seemed to be a uniform response from everyone. So, I went to the boy at the head of the queue consoling myself that he would not give the same response as others. He said, “I have four mints”.

Given the number of first kid’s mints (n) and the length (len) of the queue as input, write a program to display the total number of mints with all the kids.

constraints:

2<n<10

1<len<20

Input#1:

4 2

Output:

7

Input#2:

14 4

import java.util.\*;

class Main

{

public static void main(String[] args)

{

Scanner sc = new Scanner(System.in);

int s = sc.nextInt();

int n = sc.nextInt();

int sum=s,prev;

for(int i=1;i<n;i++)

{

prev=sum-1;

sum+=prev;

}

System.out.println(sum);

}

}

Output

105

1. At an exam center, M number of students are allocated for one classroom as per the University Rules. The Examination staff has made sitting arrangements where the classroom contains N number of benches arranged in columns separated by a suitable distance occupying room space from the left to the right wall. Given, M = 10 , N=5

Students from class “TY” can sit one after the other from the 1st bench starting at the left wall in the order of their Roll Numbers. And students from class “SY” are allowed to sit beside the students from class ‘TY” in the order of their Roll Numbers one after the other. All students enter the classroom in a random order as input in String Array Students[ ]. Few students may remain absent. Assume the Roll Numbers are in continuous range with no drop, and Class Name(“TY”,”SY”) should be prefixed for every Roll Number. For example, you can pass Input

with values like:

Students = [“TY01”, “TY02”, “SY01”, “SY05”, “SY04”, “TY03”, “SY02”, “TY04”, “SY03”, “TY05”]

Display the sitting arrangement status at the exam time. “ABSENT” should be marked at the place of the Roll Numbers of missing or absent students.

Example 1:

Input Values(Input format should be same as below)

TY01

TY02

SY01

SY05

SY04

TY03

SY02

TY04

SY03

Output Values

[TY01][SY01]

[TY02][SY02]

[TY03][SY03]

[TY04][SY04]

[ABSENT][SY05]

Note: Output should be in the format given in above example. If input values are more than M, display INVALID INPUT. If input value contains other than class SY or TY display INVALID INPUT.

import java.util.\*;

import java.lang.\*;

import java.io.\*;

class Question

{

public static void main (String[] args) throws Exception

{

// your code goes here

Scanner sc = new Scanner(System.in);

String[][] arr = new String[5][2];

for(int i=0; i&lt;5; i++)

for(int j=0; j5) {

System.out.println("INVALID INPUT");

return;

}

if(s.charAt(0) != 'T' &amp;&amp; s.charAt(0) != 'S'){

System.out.println("INVALID INPUT");

return;

}

r = s.charAt(3) - '1';

if(s.charAt(0) == 'T')

c = 0;

else

c = 1;

arr[r] = s;

try {

s = sc.nextLine();

} catch(Exception e) {

break;

}

}

for(int i=0; i&lt;5; i++)

System.out.println(&quot;[&quot; + arr[i][0]+ &quot;][&quot;+arr[i][1]+&quot;]&quot;);

}

}

<https://www.geeksforgeeks.org/competitive-programming-a-complete-guide/>

1. Given an array arr[] of size n, its prefix sum array is another array prefixSum[] of the same size, such that the value of prefixSum[i] is arr[0] + arr[1] + arr[2] … arr[i].

Input : arr[] = {10, 20, 10, 5, 15}

Output : prefixSum[] = {10, 30, 40, 45, 60}

Explanation : While traversing the array, update

the element by adding it with its previous element.

prefixSum[0] = 10,

prefixSum[1] = prefixSum[0] + arr[1] = 30,

prefixSum[2] = prefixSum[1] + arr[2] = 40 and so on.

// Java Program for Implementing

// prefix sum arrayclass

class Prefix {

// Fills prefix sum array

static void fillPrefixSum(int arr[], int n,

int prefixSum[])

{

prefixSum[0] = arr[0];

// Adding present element

// with previous element

for (int i = 1; i < n; ++i)

prefixSum[i] = prefixSum[i - 1] + arr[i];

}

// Driver code

public static void main(String[] args)

{

int arr[] = { 10, 4, 16, 20 };

int n = arr.length;

int prefixSum[] = new int[n];

fillPrefixSum(arr, n, prefixSum);

for (int i = 0; i < n; i++)

System.out.print(prefixSum[i] + " ");

System.out.println("");

}

}

10 14 30 50

2. Given an array arr[] of size n. Given Q queries and in each query given L and R, print sum of array elements from index L to R.

**Example:**

**Input :** n = 6

a[ ] = {3, 6, 2, 8, 9, 2}

q = 4

l = 2, r = 3.

l = 4, r = 6.

l = 1, r = 5.

l = 3, r = 6.

**Output :** 8

19

28

21

**Time Complexity:** O(n)

import java.util.\*;

class GFG {

public static void main(String[] args)

{

int n = 6;

int[] a = { 3, 6, 2, 8, 9, 2 };

int[] pf = new int[n + 2];

pf[0] = 0;

for (int i = 0; i < n; i++) {

pf[i + 1] = pf[i] + a[i];

}

int[][] q

= { { 2, 3 }, { 4, 6 }, { 1, 5 }, { 3, 6 } };

for (int i = 0; i < q.length; i++) {

int l = q[i][0];

int r = q[i][1];

// Calculating sum from r to l.

System.out.print(pf[r] - pf[l - 1] + "\n");

}

}

}

3. Equilibrium index of an array is an index such that the sum of elements at lower indexes is equal to the sum of elements at higher indexes. For example, in an array A:

***Input****: A[] = {-7, 1, 5, 2, -4, 3, 0}****Output****: 3   
3 is an equilibrium index, because:   
A[0] + A[1] + A[2] = A[4] + A[5] + A[6]*

***Input****: A[] = {1, 2, 3}****Output****: -1*

*To handle all the testcase, we can use binary search algorithm.*

*1.calculate the mid and then create left sum and right sum around mid*

*2.if left sum is greater than right sum, move to left until it become equal or less than right sum*

*3. else if right sum is greater than left, move right until it become equal or less than left sum.*

*4. finally we compare two sums if they are equal we got mid as index else its -1*

// Java program for the above approach

import java.io.\*;

import java.util.\*;

class GFG{

static void find(int arr[], int n)

{

int mid = n / 2;

int leftSum = 0, rightSum = 0;

//calculation sum to left of mid

for (int i = 0; i < mid; i++)

{

leftSum += arr[i];

}

//calculating sum to right of mid

for (int i = n - 1; i > mid; i--)

{

rightSum += arr[i];

}

//if rightsum > leftsum

if (rightSum > leftSum)

{

//we keep moving right until rightSum become equal or less than leftSum

while (rightSum > leftSum && mid < n - 1)

{

rightSum -= arr[mid + 1];

leftSum += arr[mid];

mid++;

}

}

else

{

//we keep moving right until leftSum become equal or less than RightSum

while (leftSum > rightSum && mid > 0)

{

rightSum += arr[mid];

leftSum -= arr[mid - 1];

mid--;

}

}

//check if both sum become equal

if (rightSum == leftSum)

{

System.out.print("First Point of equilibrium is at index ="+ mid);

return;

}

System.out.print("First Point of equilibrium is at index =" + -1);

}

// Driver code

public static void main(String args[])

{

int arr[] = { 1,1,1,-1,1,1,1 };

int n = arr.length;

find(arr, n);

}

}

4. Write an efficient program to find the sum of contiguous subarray within a one-dimensional array of numbers that has the largest sum.

![kadane-algorithm](data:image/png;base64,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)

The simple idea of Kadane’s algorithm is to look for all positive contiguous segments of the array (max\_ending\_here is used for this). And keep track of maximum sum contiguous segment among all positive segments (max\_so\_far is used for this). Each time we get a positive-sum compare it with max\_so\_far and update max\_so\_far if it is greater than max\_so\_far

Lets take the example:

{-2, -3, 4, -1, -2, 1, 5, -3}

max\_so\_far = max\_ending\_here = 0

for i=0, a[0] = -2

max\_ending\_here = max\_ending\_here + (-2)

Set max\_ending\_here = 0 because max\_ending\_here < 0

for i=1, a[1] = -3

max\_ending\_here = max\_ending\_here + (-3)

Set max\_ending\_here = 0 because max\_ending\_here < 0

for i=2, a[2] = 4

max\_ending\_here = max\_ending\_here + (4)

max\_ending\_here = 4

max\_so\_far is updated to 4 because max\_ending\_here greater

than max\_so\_far which was 0 till now

for i=3, a[3] = -1

max\_ending\_here = max\_ending\_here + (-1)

max\_ending\_here = 3

for i=4, a[4] = -2

max\_ending\_here = max\_ending\_here + (-2)

max\_ending\_here = 1

for i=5, a[5] = 1

max\_ending\_here = max\_ending\_here + (1)

max\_ending\_here = 2

for i=6, a[6] = 5

max\_ending\_here = max\_ending\_here + (5)

max\_ending\_here = 7

max\_so\_far is updated to 7 because max\_ending\_here is

greater than max\_so\_far

for i=7, a[7] = -3

max\_ending\_here = max\_ending\_here + (-3)

max\_ending\_here = 4

import java.io.\*;

// Java program to print largest contiguous array sum

import java.util.\*;

class Kadane

{

public static void main (String[] args)

{

int [] a = {-2, -3, 4, -1, -2, 1, 5, -3};

System.out.println("Maximum contiguous sum is " +

maxSubArraySum(a));

}

static int maxSubArraySum(int a[])

{

int size = a.length;

int max\_so\_far = Integer.MIN\_VALUE, max\_ending\_here = 0;

for (int i = 0; i < size; i++)

{

max\_ending\_here = max\_ending\_here + a[i];

if (max\_so\_far < max\_ending\_here)

max\_so\_far = max\_ending\_here;

if (max\_ending\_here < 0)

max\_ending\_here = 0;

}

return max\_so\_far;

}

}

**Output:**

Maximum contiguous sum is 7

5. Job Sequencing Problem

Given an array of jobs where every job has a deadline and associated profit if the job is finished before the deadline. It is also given that every job takes a single unit of time, so the minimum possible deadline for any job is 1. How to maximize total profit if only one job can be scheduled at a time.

**Examples:**

Input: Five Jobs with following

deadlines and profits

JobID Deadline Profit

a 2 100

b 1 19

c 2 27

d 1 25

e 3 15

Output: Following is maximum

profit sequence of jobs

c, a, e

*1) Sort all jobs in decreasing order of profit.   
2) Iterate on jobs in decreasing order of profit.For each job , do the following :   
a)Find a time slot i, such that slot is empty and i < deadline and i is greatest.Put the job in   
this slot and mark this slot filled.   
b)If no such i exists, then ignore the job.*

import java.util.\*;

class Job

{

    // Each job has a unique-id,

    // profit and deadline

    char id;

    int deadline, profit;

    // Constructors

    public Job() {}

    public Job(char id, int deadline, int profit)

    {

        this.id = id;

        this.deadline = deadline;

        this.profit = profit;

    }

    // Function to schedule the jobs take 2

    // arguments arraylist and no of jobs to schedule

    void printJobScheduling(ArrayList<Job> arr, int t)

    {

        // Length of array

        int n = arr.size();

        // Sort all jobs according to

        // decreasing order of profit

        Collections.sort(arr,

                         (a, b) -> b.profit - a.profit);

        // To keep track of free time slots

        boolean result[] = new boolean[t];

        // To store result (Sequence of jobs)

        char job[] = new char[t];

        // Iterate through all given jobs

        for (int i = 0; i < n; i++)

        {

            // Find a free slot for this job

            // (Note that we start from the

            // last possible slot)

            for (int j

                 = Math.min(t - 1, arr.get(i).deadline - 1);

                 j >= 0; j--) {

                // Free slot found

                if (result[j] == false)

                {

                    result[j] = true;

                    job[j] = arr.get(i).id;

                    break;

                }

            }

        }

        // Print the sequence

        for (char jb : job)

        {

            System.out.print(jb + " ");

        }

        System.out.println();

    }

    // Driver code

    public static void main(String args[])

    {

        ArrayList<Job> arr = new ArrayList<Job>();

        arr.add(new Job('a', 2, 100));

        arr.add(new Job('b', 1, 19));

        arr.add(new Job('c', 2, 27));

        arr.add(new Job('d', 1, 25));

        arr.add(new Job('e', 3, 15));

        // Function call

        System.out.println("Following is maximum "

                           + "profit sequence of jobs");

        Job job = new Job();

        // Calling function

        job.printJobScheduling(arr, 3);

    }

}

6. Least prime factor of numbers till n

Given a number n, print least prime factors of all numbers from 1 to n. The least prime factor of an integer n is the smallest prime number that divides the number. The least prime factor of all even numbers is 2. A prime number is its own least prime factor (as well as its own greatest prime factor).

Note: We need to print 1 for 1.

Example :

Input : 6

Output : Least Prime factor of 1: 1

Least Prime factor of 2: 2

Least Prime factor of 3: 3

Least Prime factor of 4: 2

Least Prime factor of 5: 5

Least Prime factor of 6: 2

Create a list of consecutive integers from 2 through n: (2, 3, 4, …, n).

Initially, let i equal 2, the smallest prime number.

Enumerate the multiples of i by counting to n from 2i in increments of i, and mark them as having least prime factor as i (if not already marked). Also mark i as least prime factor of i (i itself is a prime number).

Find the first number greater than i in the list that is not marked. If there was no such number, stop. Otherwise, let i now equal this new number (which is the next prime), and repeat from step 3.

// Java program to print the least prime factors

// of numbers less than or equal to

// n using modified Sieve of Eratosthenes

import java.io.\*;

import java.util.\*;

class GFG

{

public static void leastPrimeFactor(int n)

{

// Create a vector to store least primes.

// Initialize all entries as 0.

int[] least\_prime = new int[n+1];

// We need to print 1 for 1.

least\_prime[1] = 1;

for (int i = 2; i <= n; i++)

{

// least\_prime[i] == 0

// means it i is prime

if (least\_prime[i] == 0)

{

// marking the prime number

// as its own lpf

least\_prime[i] = i;

// mark it as a divisor for all its

// multiples if not already marked

for (int j = i\*i; j <= n; j += i)

if (least\_prime[j] == 0)

least\_prime[j] = i;

}

}

// print least prime factor of

// of numbers till n

for (int i = 1; i <= n; i++)

System.out.println("Least Prime factor of " +

+ i + ": " + least\_prime[i]);

}

public static void main (String[] args)

{

int n = 10;

leastPrimeFactor(n);

}

}

// Code Contributed by Mohit Gupta\_OMG <(0\_o)>

Output

Least Prime factor of 1: 1

Least Prime factor of 2: 2

Least Prime factor of 3: 3

Least Prime factor of 4: 2

Least Prime factor of 5: 5

Least Prime factor of 6: 2

Least Prime factor of 7: 7

Least Prime factor of 8: 2

Least Prime factor of 9: 3

Least Prime factor of 10: 2

Time Complexity: O(nloglog(n))

Auxiliary Space: O(n)

7. Partition problem

Partition problem is to determine whether a given set can be partitioned into two subsets such that the sum of elements in both subsets is the same.

Examples:

arr[] = {1, 5, 11, 5}

Output: true

The array can be partitioned as {1, 5, 5} and {11}

arr[] = {1, 5, 3}

Output: false

The array cannot be partitioned into equal sum sets.

Following are the two main steps to solve this problem:

1) Calculate sum of the array. If sum is odd, there can not be two subsets with equal sum, so return false.

2) If sum of array elements is even, calculate sum/2 and find a subset of array with sum equal to sum/2.

The first step is simple. The second step is crucial, it can be solved either using recursion or Dynamic Programming.

import java.io.\*;

class Partition {

// A utility function that returns true if there is a

// subset of arr[] with sun equal to given sum

static boolean isSubsetSum(int arr[], int n, int sum)

{

// Base Cases

if (sum == 0)

return true;

if (n == 0 && sum != 0)

return false;

// If last element is greater than sum, then ignore

// it

if (arr[n - 1] > sum)

return isSubsetSum(arr, n - 1, sum);

/\* else, check if sum can be obtained by any of

the following

(a) including the last element

(b) excluding the last element

\*/

return isSubsetSum(arr, n - 1, sum)

|| isSubsetSum(arr, n - 1, sum - arr[n - 1]);

}

// Returns true if arr[] can be partitioned in two

// subsets of equal sum, otherwise false

static boolean findPartition(int arr[], int n)

{

// Calculate sum of the elements in array

int sum = 0;

for (int i = 0; i < n; i++)

sum += arr[i];

// If sum is odd, there cannot be two subsets

// with equal sum

if (sum % 2 != 0)

return false;

// Find if there is subset with sum equal to half

// of total sum

return isSubsetSum(arr, n, sum / 2);

}

// Driver code

public static void main(String[] args)

{

int arr[] = { 3, 1, 5, 9, 12 };

int n = arr.length;

// Function call

if (findPartition(arr, n) == true)

System.out.println("Can be divided into two "

+ "subsets of equal sum");

else

System.out.println(

"Can not be divided into "

+ "two subsets of equal sum");

}

}

Can be divided into two subsets of equal sum

8. Shortest Common Supersequence

Given two strings str1 and str2, the task is to find the length of the shortest string that has both str1 and str2 as subsequences.

Examples :

Input: str1 = "geek", str2 = "eke"

Output: 5

Explanation:

String "geeke" has both string "geek"

and "eke" as subsequences.

Input: str1 = "AGGTAB", str2 = "GXTXAYB"

Output: 9

Explanation:

String "AGXGTXAYB" has both string

"AGGTAB" and "GXTXAYB" as subsequences.

A simple analysis yields below simple recursive solution.

Let X[0..m - 1] and Y[0..n - 1] be two

strings and m and n be respective

lengths.

if (m == 0) return n;

if (n == 0) return m;

// If last characters are same, then

// add 1 to result and

// recur for X[]

if (X[m - 1] == Y[n - 1])

return 1 + SCS(X, Y, m - 1, n - 1);

// Else find shortest of following two

// a) Remove last character from X and recur

// b) Remove last character from Y and recur

else

return 1 + min( SCS(X, Y, m - 1, n), SCS(X, Y, m, n - 1) );

Below is simple naive recursive solution based on above recursive formula.

// A dynamic programming based Java program to

// find length of the shortest supersequence

class GFG {

// Returns length of the shortest

// supersequence of X and Y

static int superSeq(String X, String Y, int m, int n)

{

int[][] dp = new int[m + 1][n + 1];

// Fill table in bottom up manner

for (int i = 0; i <= m; i++) {

for (int j = 0; j <= n; j++) {

// Below steps follow above recurrence

if (i == 0)

dp[i][j] = j;

else if (j == 0)

dp[i][j] = i;

else if (X.charAt(i - 1) == Y.charAt(j - 1))

dp[i][j] = 1 + dp[i - 1][j - 1];

else

dp[i][j] = 1

+ Math.min(dp[i - 1][j],

dp[i][j - 1]);

}

}

return dp[m][n];

}

// Driver Code

public static void main(String args[])

{

String X = "AGGTAB";

String Y = "GXTXAYB";

System.out.println(

"Length of the shortest supersequence is "

+ superSeq(X, Y, X.length(), Y.length()));

}

}

// This article is contributed by Sumit Ghosh

Output:

Length of the shortest supersequence is 9

9. Check whether a given point lies inside a triangle or not

Given three corner points of a triangle, and one more point P. Write a function to check whether P lies within the triangle or not.

For example, consider the following program, the function should return true for P(10, 15) and false for P'(30, 15)

Let the coordinates of three corners be (x1, y1), (x2, y2) and (x3, y3). And coordinates of the given point P be (x, y)

1) Calculate area of the given triangle, i.e., area of the triangle ABC in the above diagram. Area A = [ x1(y2 – y3) + x2(y3 – y1) + x3(y1-y2)]/2

2) Calculate area of the triangle PAB. We can use the same formula for this. Let this area be A1.

3) Calculate area of the triangle PBC. Let this area be A2.

4) Calculate area of the triangle PAC. Let this area be A3.

5) If P lies inside the triangle, then A1 + A2 + A3 must be equal to A.

import java.util.\*;

class GFG {

/\* A utility function to calculate area of triangle

formed by (x1, y1) (x2, y2) and (x3, y3) \*/

static double area(int x1, int y1, int x2, int y2,

int x3, int y3)

{

return Math.abs((x1\*(y2-y3) + x2\*(y3-y1)+

x3\*(y1-y2))/2.0);

}

/\* A function to check whether point P(x, y) lies

inside the triangle formed by A(x1, y1),

B(x2, y2) and C(x3, y3) \*/

static boolean isInside(int x1, int y1, int x2,

int y2, int x3, int y3, int x, int y)

{

/\* Calculate area of triangle ABC \*/

double A = area (x1, y1, x2, y2, x3, y3);

/\* Calculate area of triangle PBC \*/

double A1 = area (x, y, x2, y2, x3, y3);

/\* Calculate area of triangle PAC \*/

double A2 = area (x1, y1, x, y, x3, y3);

/\* Calculate area of triangle PAB \*/

double A3 = area (x1, y1, x2, y2, x, y);

/\* Check if sum of A1, A2 and A3 is same as A \*/

return (A == A1 + A2 + A3);

}

/\* Driver program to test above function \*/

public static void main(String[] args)

{

/\* Let us check whether the point P(10, 15)

lies inside the triangle formed by

A(0, 0), B(20, 0) and C(10, 30) \*/

if (isInside(0, 0, 20, 0, 10, 30, 10, 15))

System.out.println("Inside");

else

System.out.println("Not Inside");

}

}

Inside

Time Complexity: O(1)

10. Program for nth Catalan Number

Catalan numbers are a sequence of natural numbers that occurs in many interesting counting problems like following.

Count the number of expressions containing n pairs of parentheses which are correctly matched. For n = 3, possible expressions are ((())), ()(()), ()()(), (())(), (()()).

Count the number of possible Binary Search Trees with n keys (See this)

Count the number of full binary trees (A rooted binary tree is full if every vertex has either two children or no children) with n+1 leaves.

Given a number n, return the number of ways you can draw n chords in a circle with 2 x n points such that no 2 chords intersect.

See this for more applications.

The first few Catalan numbers for n = 0, 1, 2, 3, … are 1, 1, 2, 5, 14, 42, 132, 429, 1430, 4862, …

class GFG {

// A dynamic programming based function to find nth

// Catalan number

static int catalanDP(int n)

{

// Table to store results of subproblems

int catalan[] = new int[n + 2];

// Initialize first two values in table

catalan[0] = 1;

catalan[1] = 1;

// Fill entries in catalan[]

// using recursive formula

for (int i = 2; i <= n; i++) {

catalan[i] = 0;

for (int j = 0; j < i; j++) {

catalan[i]

+= catalan[j] \* catalan[i - j - 1];

}

}

// Return last entry

return catalan[n];

}

// Driver code

public static void main(String[] args)

{

for (int i = 0; i < 10; i++) {

System.out.print(catalanDP(i) + " ");

}

}

}

// This code contributed by Rajput-Ji

Output

1 1 2 5 14 42 132 429 1430 4862

Time Complexity: Time complexity of above implementation is O(n2)

11. Unbounded Binary Search Example (Find the point where a monotonically increasing function becomes positive first time)

Given a function ‘int f(unsigned int x)’ which takes a non-negative integer ‘x’ as input and returns an integer as output. The function is monotonically increasing with respect to the value of x, i.e., the value of f(x+1) is greater than f(x) for every input x. Find the value ‘n’ where f() becomes positive for the first time. Since f() is monotonically increasing, values of f(n+1), f(n+2),… must be positive and values of f(n-2), f(n-3), … must be negative.

Find n in O(logn) time, you may assume that f(x) can be evaluated in O(1) time for any input x.

A simple solution is to start from i equals to 0 and one by one calculate the value of f(i) for 1, 2, 3, 4 … etc until we find a positive f(i). This works but takes O(n) time.

Can we apply Binary Search to find n in O(Logn) time? We can’t directly apply Binary Search as we don’t have an upper limit or high index. The idea is to do repeated doubling until we find a positive value, i.e., check values of f() for following values until f(i) becomes positive.

f(0)

f(1)

f(2)

f(4)

f(8)

f(16)

f(32)

....

....

f(high)

Let 'high' be the value of i when f() becomes positive for first time.

Can we apply Binary Search to find n after finding ‘high’? We can apply Binary Search now, we can use ‘high/2’ as low and ‘high’ as high indexes in binary search. The result n must lie between ‘high/2’ and ‘high’.

The number of steps for finding ‘high’ is O(Logn). So we can find ‘high’ in O(Logn) time. What about the time taken by Binary Search between high/2 and high? The value of ‘high’ must be less than 2\*n. The number of elements between high/2 and high must be O(n). Therefore, the time complexity of Binary Search is O(Logn) and the overall time complexity is 2\*O(Logn) which is O(Logn).

import java.util.\*;

class Binary

{

public static int f(int x)

{ return (x\*x - 10\*x - 20); }

// Returns the value x where above

// function f() becomes positive

// first time.

public static int findFirstPositive()

{

// When first value itself is positive

if (f(0) > 0)

return 0;

// Find 'high' for binary search

// by repeated doubling

int i = 1;

while (f(i) <= 0)

i = i \* 2;

// Call binary search

return binarySearch(i / 2, i);

}

// Searches first positive value of

// f(i) where low <= i <= high

public static int binarySearch(int low, int high)

{

if (high >= low)

{

/\* mid = (low + high)/2 \*/

int mid = low + (high - low)/2;

// If f(mid) is greater than 0 and

// one of the following two

// conditions is true:

// a) mid is equal to low

// b) f(mid-1) is negative

if (f(mid) > 0 && (mid == low || f(mid-1) <= 0))

return mid;

// If f(mid) is smaller than or equal to 0

if (f(mid) <= 0)

return binarySearch((mid + 1), high);

else // f(mid) > 0

return binarySearch(low, (mid -1));

}

/\* Return -1 if there is no positive

value in given range \*/

return -1;

}

// driver code

public static void main(String[] args)

{

System.out.print ("The value n where f() "+

"becomes positive first is "+

findFirstPositive());

}

}

The value n where f() becomes positive first is 12

12. Program to check if a given number is Lucky (all digits are different)

Difficulty Level : Basic

Last Updated : 24 Mar, 2021

A number is lucky if all digits of the number are different. How to check if a given number is lucky or not.

Examples:

Input: n = 983

Output: true

All digits are different

Input: n = 9838

Output: false

8 appears twice

class GFG

{

// This function returns true if n is lucky

static boolean isLucky(int n)

{

// Create an array of size 10 and initialize all

// elements as false. This array is used to check

// if a digit is already seen or not.

boolean arr[]=new boolean[10];

for (int i = 0; i < 10; i++)

arr[i] = false;

// Traverse through all digits

// of given number

while (n > 0)

{

// Find the last digit

int digit = n % 10;

// If digit is already seen,

// return false

if (arr[digit])

return false;

// Mark this digit as seen

arr[digit] = true;

// Remove the last digit from number

n = n / 10;

}

return true;

}

// Driver code

public static void main (String[] args)

{

int arr[] = {1291, 897, 4566, 1232, 80, 700};

int n = arr.length;

for (int i = 0; i < n; i++)

if(isLucky(arr[i]))

System.out.print(arr[i] + " is Lucky \n");

else

System.out.print(arr[i] + " is not Lucky \n");

}

}

// This code is contributed by Anant Agarwal.

Output:

1291 is not Lucky

897 is Lucky

4566 is not Lucky

1232 is not Lucky

80 is Lucky

700 is not Lucky

Time Complexity: O(d) where d is a number of digits in the input number.

13. Count Inversions in an array

Inversion Count for an array indicates – how far (or close) the array is from being sorted. If the array is already sorted, then the inversion count is 0, but if the array is sorted in the reverse order, the inversion count is the maximum.

Formally speaking, two elements a[i] and a[j] form an inversion if a[i] > a[j] and i < j

Example:

Input: arr[] = {8, 4, 2, 1}

Output: 6

Explanation: Given array has six inversions:

(8, 4), (4, 2), (8, 2), (8, 1), (4, 1), (2, 1).

Input: arr[] = {3, 1, 2}

Output: 2

Explanation: Given array has two inversions:

(3, 1), (3, 2)

Approach: Traverse through the array, and for every index, find the number of smaller elements on its right side of the array. This can be done using a nested loop. Sum up the counts for all index in the array and print the sum.

Algorithm:

Traverse through the array from start to end

For every element, find the count of elements smaller than the current number up to that index using another loop.

Sum up the count of inversion for every index.

Print the count of inversions.

// Java program to count

// inversions in an array

class Test {

static int arr[] = new int[] { 1, 20, 6, 4, 5 };

static int getInvCount(int n)

{

int inv\_count = 0;

for (int i = 0; i < n - 1; i++)

for (int j = i + 1; j < n; j++)

if (arr[i] > arr[j])

inv\_count++;

return inv\_count;

}

// Driver method to test the above function

public static void main(String[] args)

{

System.out.println("Number of inversions are "

+ getInvCount(arr.length));

}

}

Output

Number of inversions are 5

Complexity Analysis:

Time Complexity: O(n^2), Two nested loops are needed to traverse the array from start to end, so the Time complexity is O(n^2)

14. Print the first N terms of the series 6, 28, 66, 120, 190, 276, …

Given a number N, the task is to print the first N terms of the series 6, 28, 66, 120, 190, 276, and so on.

Examples:

Input: N = 10

Output: 6 28 66 120 190 276 378 496 630 780

Input: N = 4

Output: 6 28 66 120

**Approach:** To solve the problem mentioned above, we have to observe the below pattern:
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// Java program for the above approach

class GFG{

// Function to print the series

static void printSeries(int n)

{

// Initialise the value of k with 2

int k = 2;

// Iterate from 1 to n

for (int i = 0; i < n; i++)

{

// Print each number

System.out.print(k \* (2 \* k - 1) + " ");

// Increment the value of

// K by 2 for next number

k += 2;

}

System.out.println();

}

// Driver code

public static void main(String args[])

{

// Given number N

int N = 12;

// Function Call

printSeries(N);

}

}

// This code is contributed by shivaniisnghss2110

Output:

6 28 66 120 190 276 378 496 630 780 946 1128

Time Complexity: O(N)

15. Number of quadruples where the first three terms are in AP and last three terms are in GP

Given an array arr[] of N integers. The task is to find the number of index quadruples (i, j, k, l) such that a[i], a[j] and a[k] are in AP and a[j], a[k] and a[l] are in GP. All the quadruples have to be distinct.

Examples:

Input: arr[] = {2, 6, 4, 9, 2}

Output: 2

Indexes of elements in the quadruples are (0, 2, 1, 3) and (4, 2, 1, 3) and corresponding quadruples are (2, 4, 6, 9) and (2, 4, 6, 9)

Input: arr[] = {1, 1, 1, 1}

Output: 24

An efficient approach is to use combinatorics to solve the above problem. Initially keep a count of the number of occurrences of every array element. Run two nested loops, and consider both elements to be the second and third number. Hence the first element will be a[j] – (a[k] – a[j]) and the fourth element will be a[k] \* a[k] / a[j] if it is an integer value. Hence the number of quadruples using these two index j and k will be count of first number \* count of fourth number with the second and third element being fixed.

Below is the implementation of the above approach:

import java.util.\*;

class GFG

{

// Function to return the count of quadruples

static int countQuadruples(int a[], int n)

{

// Hash table to count the number of occurrences

HashMap<Integer, Integer> mp = new HashMap<Integer, Integer>();

// Traverse and increment the count

for (int i = 0; i < n; i++)

if (mp.containsKey(a[i]))

{

mp.put(a[i], mp.get(a[i]) + 1);

}

else

{

mp.put(a[i], 1);

}

int count = 0;

// Run two nested loop for second and third element

for (int j = 0; j < n; j++)

{

for (int k = 0; k < n; k++)

{

// If they are same

if (j == k)

continue;

// Initially decrease the count

mp.put(a[j], mp.get(a[j]) - 1);

mp.put(a[k], mp.get(a[k]) - 1);

// Find the first element using common difference

int first = a[j] - (a[k] - a[j]);

// Find the fourth element using GP

// y^2 = x \* z property

int fourth = (a[k] \* a[k]) / a[j];

// If it is an integer

if ((a[k] \* a[k]) % a[j] == 0)

{

// If not equal

if (a[j] != a[k])

{

if (mp.containsKey(first) && mp.containsKey(fourth))

count += mp.get(first) \* mp.get(fourth);

}

// Same elements

else if (mp.containsKey(first) && mp.containsKey(fourth))

count += mp.get(first) \* (mp.get(fourth) - 1);

}

// Later increase the value for

// future calculations

if (mp.containsKey(a[j]))

{

mp.put(a[j], mp.get(a[j]) + 1);

}

else

{

mp.put(a[j], 1);

}

if (mp.containsKey(a[k]))

{

mp.put(a[k], mp.get(a[k]) + 1);

}

else

{

mp.put(a[k], 1);

}

}

}

return count;

}

// Driver code

public static void main(String[] args)

{

int a[] = { 2, 6, 4, 9, 2 };

int n = a.length;

System.out.print(countQuadruples(a, n));

}

}

Output:

2

16. Sum of P terms of an AP if Mth and Nth terms are given

Given Mth and Nth terms of arithmetic progression. The task is to find the sum of its first p terms.

Examples:

Input: m = 6, n = 10, mth = 12, nth = 20, p = 5

Output:30

Input:m = 10, n = 20, mth = 70, nth = 140, p = 4

Output:70

mth term = a + (m-1)d and

nth term = a + (n-1)d

From these two equations, find the value of a and d. Now use the formula of sum of p terms of an AP.

Sum of p terms =

( p \* ( 2\*a + (p-1) \* d ) ) / 2;

Below is the implementation of the above approach:

import java.util.\*;

class GFG

{

// Function to calculate the value of the

static ArrayList<Integer> findingValues(int m, int n,

int mth, int nth)

{

// Calculate value of d using formula

int d = (Math.abs(mth - nth)) /

Math.abs((m - 1) - (n - 1));

// Calculate value of a using formula

int a = mth - ((m - 1) \* d);

ArrayList<Integer> res=new ArrayList<Integer>();

res.add(a);

res.add(d);

// Return pair

return res;

}

// Function to calculate value sum

// of first p numbers of the series

static int findSum(int m, int n, int mth,

int nth, int p)

{

// First calculate value of a and d

ArrayList<Integer> ad = findingValues(m, n, mth, nth);

int a = ad.get(0);

int d = ad.get(1);

// Calculate the sum by using formula

int sum = (p \* (2 \* a + (p - 1) \* d)) / 2;

// Return the sum

return sum;

}

// Driver Code

public static void main (String[] args)

{

int m = 6, n = 10, mTerm = 12, nTerm = 20, p = 5;

System.out.println(findSum(m, n, mTerm, nTerm, p));

}

}

Output:

30

17. Find the sum of first N terms of the series 2\*3\*5, 3\*5\*7, 4\*7\*9, …

Given an integer N, the task is to find the sum of first N terms of the series:

(2 \* 3 \* 5), (3 \* 5 \* 7), (4 \* 7 \* 9), …

Input: N = 3

Output: 387

S3 = (2 \* 3 \* 5) + (3 \* 5 \* 7) + (4 \* 7 \* 9) = 30 + 105 + 252 = 387

Input: N = 5

Output: 1740

Approach: Let the Nth term of the series be Tn. Sum of the series can be easily found by observing the Nth term of the series:

Tn = {nth term of 2, 3, 4, …} \* {nth term of 3, 5, 7, …} \* {nth term of 5, 7, 9, …}

Tn = (n + 1) \* (2 \* n + 1) \* (2\* n + 3)

Tn = 4n3 + 12n2 + 11n + 3

Sum(Sn) of first n terms can be found by

Sn = ΣTn

Sn = Σ[4n3 + 12n2 + 11n + 3]

Sn = (n / 2) \* [2n3 + 12n2 + 25n + 21]

class GFG {

// Function to return the sum of the

// first n terms of the given series

static int calSum(int n)

{

// As described in the approach

return (n \* (2 \* n \* n \* n + 12 \* n \* n + 25 \* n + 21)) / 2;

}

// Driver Code

public static void main(String args[])

{

int n = 3;

System.out.println(calSum(n));

}

}

Output:

387

18. Chinese Remainder Theorem

We are given two arrays num[0..k-1] and rem[0..k-1]. In num[0..k-1], every pair is coprime (gcd for every pair is 1). We need to find minimum positive number x such that:

x % num[0] = rem[0],

x % num[1] = rem[1],

.......................

x % num[k-1] = rem[k-1]

Basically, we are given k numbers which are pairwise coprime, and given remainders of these numbers when an unknown number x is divided by them. We need to find the minimum possible value of x that produces given remainders.

Examples :

Input: num[] = {5, 7}, rem[] = {1, 3}

Output: 31

Explanation:

31 is the smallest number such that:

(1) When we divide it by 5, we get remainder 1.

(2) When we divide it by 7, we get remainder 3.

Input: num[] = {3, 4, 5}, rem[] = {2, 3, 1}

Output: 11

Explanation:

11 is the smallest number such that:

(1) When we divide it by 3, we get remainder 2.

(2) When we divide it by 4, we get remainder 3.

(3) When we divide it by 5, we get remainder 1.

The first part is clear that there exists an x. The second part basically states that all solutions (including the minimum one) produce the same remainder when divided by-product of n[0], num[1], .. num[k-1]. In the above example, the product is 3\*4\*5 = 60. And 11 is one solution, other solutions are 71, 131, .. etc. All these solutions produce the same remainder when divided by 60, i.e., they are of form 11 + m\*60 where m >= 0.

A Naive Approach to find x is to start with 1 and one by one increment it and check if dividing it with given elements in num[] produces corresponding remainders in rem[]. Once we find such an x, we return it.

Below is the implementation of Naive Approach.

import java.io.\*;

class GFG {

// k is size of num[] and rem[]. Returns the smallest

// number x such that:

// x % num[0] = rem[0],

// x % num[1] = rem[1],

// ..................

// x % num[k-2] = rem[k-1]

// Assumption: Numbers in num[] are pairwise coprime

// (gcd for every pair is 1)

static int findMinX(int num[], int rem[], int k)

{

int x = 1; // Initialize result

// As per the Chinese remainder theorem,

// this loop will always break.

while (true)

{

// Check if remainder of x % num[j] is

// rem[j] or not (for all j from 0 to k-1)

int j;

for (j=0; j<k; j++ )

if (x%num[j] != rem[j])

break;

// If all remainders matched, we found x

if (j == k)

return x;

// Else try next number

x++;

}

}

// Driver method

public static void main(String args[])

{

int num[] = {3, 4, 5};

int rem[] = {2, 3, 1};

int k = num.length;

System.out.println("x is " + findMinX(num, rem, k));

}

}

/\*This code is contributed by Nikita Tiwari.\*/

Output :

x is 11

Time Complexity : O(M), M is the product of all elements of num[] array.

19. Sum of all the factors of a number

Given a number n, the task is to find the sum of all the factors.

Examples :

Input : n = 30

Output : 72

Dividers sum 1 + 2 + 3 + 5 + 6 +

10 + 15 + 30 = 72

Input : n = 15

Output : 24

Dividers sum 1 + 3 + 5 + 15 = 24

// Simple Java program to

// find sum of all divisors

// of a natural number

import java.io.\*;

class GFG {

// Function to calculate sum of all

//divisors of a given number

static int divSum(int n)

{

if(n == 1)

return 1;

// Final result of summation

// of divisors

int result = 0;

// find all divisors which divides 'num'

for (int i = 2; i <= Math.sqrt(n); i++)

{

// if 'i' is divisor of 'n'

if (n % i == 0)

{

// if both divisors are same

// then add it once else add

// both

if (i == (n / i))

result += i;

else

result += (i + n / i);

}

}

// Add 1 and n to result as above loop

// considers proper divisors greater

// than 1.

return (result + n + 1);

}

// Driver program to run the case

public static void main(String[] args)

{

int n = 30;

System.out.println(divSum(n));

}

}

20. Longest Increasing Subsequence

The Longest Increasing Subsequence (LIS) problem is to find the length of the longest subsequence of a given sequence such that all elements of the subsequence are sorted in increasing order. For example, the length of LIS for {10, 22, 9, 33, 21, 50, 41, 60, 80} is 6 and LIS is {10, 22, 33, 50, 60, 80}.

Input: arr[] = {3, 10, 2, 1, 20}

Output: Length of LIS = 3

The longest increasing subsequence is 3, 10, 20

Input: arr[] = {3, 2}

Output: Length of LIS = 1

The longest increasing subsequences are {3} and {2}

Input: arr[] = {50, 3, 10, 7, 40, 80}

Output: Length of LIS = 4

The longest increasing subsequence is {3, 7, 40, 80}

Method 1: Recursion.

Optimal Substructure: Let arr[0..n-1] be the input array and L(i) be the length of the LIS ending at index i such that arr[i] is the last element of the LIS.

Then, L(i) can be recursively written as:

L(i) = 1 + max( L(j) ) where 0 < j < i and arr[j] < arr[i]; or

L(i) = 1, if no such j exists.

To find the LIS for a given array, we need to return max(L(i)) where 0 < i < n.

Formally, the length of the longest increasing subsequence ending at index i, will be 1 greater than the maximum of lengths of all longest increasing subsequences ending at indices before i, where arr[j] < arr[i] (j < i).

Thus, we see the LIS problem satisfies the optimal substructure property as the main problem can be solved using solutions to subproblems.

Method 2: Dynamic Programming.

We can see that there are many subproblems in the above recursive solution which are solved again and again. So this problem has Overlapping Substructure property and recomputation of same subproblems can be avoided by either using Memoization or Tabulation.

The simulation of approach will make things clear:

Input : arr[] = {3, 10, 2, 11}

LIS[] = {1, 1, 1, 1} (initially)

Iteration-wise simulation :

arr[2] > arr[1] {LIS[2] = max(LIS [2], LIS[1]+1)=2}

arr[3] < arr[1] {No change}

arr[3] < arr[2] {No change}

arr[4] > arr[1] {LIS[4] = max(LIS [4], LIS[1]+1)=2}

arr[4] > arr[2] {LIS[4] = max(LIS [4], LIS[2]+1)=3}

arr[4] > arr[3] {LIS[4] = max(LIS [4], LIS[3]+1)=3}

lass LIS {

/\* lis() returns the length of the longest

increasing subsequence in arr[] of size n \*/

static int lis(int arr[], int n)

{

int lis[] = new int[n];

int i, j, max = 0;

/\* Initialize LIS values for all indexes \*/

for (i = 0; i < n; i++)

lis[i] = 1;

/\* Compute optimized LIS values in

bottom up manner \*/

for (i = 1; i < n; i++)

for (j = 0; j < i; j++)

if (arr[i] > arr[j] && lis[i] < lis[j] + 1)

lis[i] = lis[j] + 1;

/\* Pick maximum of all LIS values \*/

for (i = 0; i < n; i++)

if (max < lis[i])

max = lis[i];

return max;

}

public static void main(String args[])

{

int arr[] = { 10, 22, 9, 33, 21, 50, 41, 60 };

int n = arr.length;

System.out.println("Length of lis is " + lis(arr, n)

+ "\n");

}

}

/\*This code is contributed by Rajat Mishra\*/

Output

Length of lis is 5

Complexity Analysis:

Time Complexity: O(n2).

As nested loop is used.